Day 1

1.List of Programs:

1The intervals and corresponding frequencies are as follows. age frequency

1-5. 200

5-15 450

15-20 300

20-50 1500

50-80 700

80-110 44

Compute an approximate median value for the data

**# Create a dataframe with the given data**

**data <- data.frame(**

**age = c("1-5", "5-15", "15-20", "20-50", "50-80", "80-110"),**

**frequency = c(200, 450, 300, 1500, 700, 44)**

**)**

**# Calculate cumulative frequencies**

**data$cumulative\_frequency <- cumsum(data$frequency)**

**# Find the interval containing the median**

**total\_frequency <- sum(data$frequency)**

**median\_cf <- total\_frequency / 2**

**median\_interval <- data$age[which(data$cumulative\_frequency >= median\_cf)[1]]**

**# Calculate the median value within the median interval**

**median\_interval\_values <- as.numeric(strsplit(median\_interval, "-")[[1]])**

**median\_lower\_limit <- median\_interval\_values[1]**

**median\_upper\_limit <- median\_interval\_values[2]**

**median\_interval\_width <- median\_upper\_limit - median\_lower\_limit**

**median\_cumulative\_frequency\_before <- data$cumulative\_frequency[which(data$age == median\_interval) - 1]**

**median\_frequency\_within\_interval <- data$frequency[which(data$age == median\_interval)]**

**median <- median\_lower\_limit + ((median\_cf - median\_cumulative\_frequency\_before) / median\_frequency\_within\_interval) \* median\_interval\_width**

**print(paste("Approximate median value:", median))**

2.Suppose that the data for analysis includes the attribute age. The age values for the data tuples are (in increasing order) 13, 15, 16, 16, 19, 20, 20, 21, 22, 22, 25, 25, 25, 25, 30, 33, 33, 35, 35, 35, 35, 36, 40, 45, 46, 52, 70.

(a) What is the mean of the data? What is the median?

(b) What is the mode of the data? Comment on the data’s modality (i.e., bimodal, trimodal, etc.).

(c) What is the midrange of the data?

(d) Can you find (roughly) the first quartile (Q1) and the third quartile (Q3) of the data?

**A.**

**# Age values**

ages <- c(13, 15, 16, 16, 19, 20, 20, 21, 22, 22, 25, 25, 25, 25, 30, 33, 33, 35, 35, 35, 35, 36, 40, 45, 46, 52, 70)

# Calculate mean

mean\_age <- mean(ages)

# Calculate median

median\_age <- median(ages)

print(paste("Mean:", mean\_age))

print(paste("Median:", median\_age))

**B.# Calculate mode**

mode\_age <- as.numeric(names(sort(table(ages), decreasing = TRUE)[1]))

# Determine modality

num\_modes <- length(table(ages))

modality <- ifelse(num\_modes == 1, "Unimodal",

ifelse(num\_modes == 2, "Bimodal",

ifelse(num\_modes == 3, "Trimodal",

"Multimodal")))

print(paste("Mode:", mode\_age))

print(paste("Modality:", modality))

**C.**

**# Calculate midrange**

**midrange\_age <- (max(ages) + min(ages)) / 2**

**print(paste("Midrange:", midrange\_age))**

**D.# Calculate quartiles**

**q1 <- quantile(ages, 0.25)**

**q3 <- quantile(ages, 0.75)**

**print(paste("First Quartile (Q1):", q1))**

**print(paste("Third Quartile (Q3):", q3))**

3.Data Preprocessing :Reduction and Transformation

Use the two methods below to normalize the following group of data: 200, 300, 400, 600, 1000 (a) min-max normalization by setting min = 0 and max = 1 (b) z-score normalization

**A)# Given data**

**data <- c(200, 300, 400, 600, 1000)**

**# Min-max normalization**

**min\_value <- min(data)**

**max\_value <- max(data)**

**normalized\_data\_minmax <- (data - min\_value) / (max\_value - min\_value)**

**print("Min-Max Normalized Data:")**

**print(normalized\_data\_minmax)**

**B)# Z-score normalization**

**mean\_value <- mean(data)**

**std\_deviation <- sd(data)**

**normalized\_data\_zscore <- (data - mean\_value) / std\_deviation**

**print("Z-Score Normalized Data:")**

**print(normalized\_data\_zscore)**

4.Data:11,13,13,15,15,16,19,20,20,20,21,21,22,23,24,30,40,45,45,45,71,

72,73,75

a) Smoothing by bin mean

b) Smoothing by bin median

c) Smoothing by bin boundaries

**A)data <- c(11, 13, 13, 15, 15, 16, 19, 20, 20, 20, 21, 21, 22, 23, 24, 30, 40, 45, 45, 45, 71, 72, 73, 75)**

**bin\_size <- 5**

**# Create bins**

**bins <- seq(min(data), max(data), by = bin\_size)**

**# Calculate bin means**

**bin\_means <- tapply(data, cut(data, breaks = bins), mean)**

**print("Smoothing by Bin Mean:")**

**print(bin\_means)**

**B.# Calculate bin medians**

**bin\_medians <- tapply(data, cut(data, breaks = bins), median)**

**print("Smoothing by Bin Median:")**

**print(bin\_medians)**

**C.# Calculate bin boundaries**

**bin\_boundaries <- seq(min(data), max(data) + bin\_size, by = bin\_size)**

**print("Smoothing by Bin Boundaries:")**

**print(bin\_boundaries)**

5. Suppose that a hospital tested the age and body fat data for 18 randomly selected adults with the following results:

![page4image44846960](data:image/png;base64,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)

1. Calculate the mean, median, and standard deviation of age and %fat.
2. Draw the boxplots for age and %fat.  
   (c) Draw a scatter plot and a q-q plot based on these two variables.

**# Age and %fat data (replace with actual data)**

**age <- c(...)**

**percent\_fat <- c(...)**

**# Calculate mean**

**mean\_age <- mean(age)**

**mean\_percent\_fat <- mean(percent\_fat)**

**# Calculate median**

**median\_age <- median(age)**

**median\_percent\_fat <- median(percent\_fat)**

**# Calculate standard deviation**

**sd\_age <- sd(age)**

**sd\_percent\_fat <- sd(percent\_fat)**

**print("Mean Age:", mean\_age)**

**print("Median Age:", median\_age)**

**print("Standard Deviation Age:", sd\_age)**

**print("Mean %Fat:", mean\_percent\_fat)**

**print("Median %Fat:", median\_percent\_fat)**

**print("Standard Deviation %Fat:", sd\_percent\_fat)**

**# Create boxplot for age**

**boxplot(age, main="Boxplot of Age")**

**# Create boxplot for %fat**

**boxplot(percent\_fat, main="Boxplot of %Fat")**

**# Create scatter plot**

**plot(age, percent\_fat, main="Scatter Plot", xlab="Age", ylab="%Fat")**

**# Create Q-Q plot for age**

**qqnorm(age)**

**qqline(age, col = 2)**

**# Create Q-Q plot for %fat**

**qqnorm(percent\_fat)**

**qqline(percent\_fat, col = 2)**

6.Suppose that a hospital tested the age and body fat data for 18 randomly selected adults with the following results:

(i) Use min-max normalization to transform the value 35 for age onto the range [0.0, 1.0].  
(ii) Use z-score normalization to transform the value 35 for age, where the standard deviation of age is 12.94 years.  
(iii) Use normalization by decimal scaling to transform the value 35 for age. Perform the above functions using R – tool

**# Given value**

**value <- 35**

**# Min-Max Normalization**

**min\_value <- 0**

**max\_value <- 1**

**minmax\_normalized <- (value - min\_value) / (max\_value - min\_value)**

**print(paste("Min-Max Normalized value:", minmax\_normalized))**

**# Z-Score Normalization**

**mean\_age <- 0 # Assume mean of age is 0 for simplicity**

**std\_deviation\_age <- 12.94**

**zscore\_normalized <- (value - mean\_age) / std\_deviation\_age**

**print(paste("Z-Score Normalized value:", zscore\_normalized))**

**# Normalization by Decimal Scaling**

**power <- floor(log10(max(abs(value)))) + 1**

**decimal\_scaled <- value / (10 ^ power)**

**print(paste("Normalization by Decimal Scaling:", decimal\_scaled))**

7.The following values are the number of pencils available in the different boxes. Create a vector and find out the mean, median and mode values of set of pencils in the given data.

Box1 Box2 Box3 Box4 Box5 Box6 Box7 Box8 Box9 Box 10

9 25 23 12 11 6 7 8 9 10

**# Create a vector with the given data**

**pencils <- c(9, 25, 23, 12, 11, 6, 7, 8, 9, 10)**

**# Calculate mean**

**mean\_pencils <- mean(pencils)**

**# Calculate median**

**median\_pencils <- median(pencils)**

**# Calculate mode (using a custom function since base R doesn't have a built-in mode function)**

**get\_mode <- function(x) {**

**ux <- unique(x)**

**ux[which.max(tabulate(match(x, ux)))]**

**}**

**mode\_pencils <- get\_mode(pencils)**

**print(paste("Mean:", mean\_pencils))**

**print(paste("Median:", median\_pencils))**

**print(paste("Mode:", mode\_pencils))**

8. the following table would be plotted as (x,y) points, with the first column being the x values as number of mobile phones sold and the second column being the y values as money. To use the scatter plot for how many mobile phones sold.

x :4 1 5 7 10 2 50 25 90 36

y :12 5 13 19 31 7 153 72 275 110

**# Given data**

**x <- c(4, 1, 5, 7, 10, 2, 50, 25, 90, 36)**

**y <- c(12, 5, 13, 19, 31, 7, 153, 72, 275, 110)**

**# Create a scatter plot**

**plot(x, y, main="Scatter Plot of Mobile Phones Sold",**

**xlab="Number of Mobile Phones Sold", ylab="Money")**

**# Add a grid to the plot (optional)**

**grid()**

**# Show the plot**

9. Implement of the R script using marks scored by a student in his model exam has been sorted as follows: 55, 60, 71, 63, 55, 65, 50, 55,58,59,61,63,65,67,71,72,75. Partition them into three bins by each of the following methods. Plot the data points using histogram.

(a) equal-frequency (equi-depth) partitioning (b) equal-width partitioning

**# Given data**

**marks <- c(55, 60, 71, 63, 55, 65, 50, 55, 58, 59, 61, 63, 65, 67, 71, 72, 75)**

**# Calculate number of bins**

**num\_bins <- 3**

**# (a) Equal-Frequency (Equi-Depth) Partitioning**

**bin\_breaks\_eq\_freq <- quantile(marks, probs = seq(0, 1, length.out = num\_bins + 1))**

**marks\_binned\_eq\_freq <- cut(marks, breaks = bin\_breaks\_eq\_freq, include.lowest = TRUE)**

**# (b) Equal-Width Partitioning**

**bin\_width <- (max(marks) - min(marks)) / num\_bins**

**bin\_breaks\_eq\_width <- seq(min(marks), max(marks) + bin\_width, by = bin\_width)**

**marks\_binned\_eq\_width <- cut(marks, breaks = bin\_breaks\_eq\_width, include.lowest = TRUE)**

**# Plot histograms**

**par(mfrow = c(1, 2)) # Set up a 1x2 grid for two histograms**

**hist(marks, breaks = bin\_breaks\_eq\_freq, main = "Equal-Frequency Partitioning",**

**xlab = "Marks", ylab = "Frequency", col = "lightblue")**

**abline(v = bin\_breaks\_eq\_freq, col = "red", lwd = 2)**

**hist(marks, breaks = bin\_breaks\_eq\_width, main = "Equal-Width Partitioning",**

**xlab = "Marks", ylab = "Frequency", col = "lightgreen")**

**abline(v = bin\_breaks\_eq\_width, col = "red", lwd = 2)**

10. Suppose that the speed car is mentioned in different driving style.

Regular 78.3 81.8 82 74.2 83.4 84.5 82.9 77.5 80.9 70.6 Speed

Calculate the Inter quantile and standard deviation of the given data.

**# Given data**

**speed\_data <- c(78.3, 81.8, 82, 74.2, 83.4, 84.5, 82.9, 77.5, 80.9, 70.6)**

**# Calculate Interquartile Range (IQR)**

**q1 <- quantile(speed\_data, 0.25)**

**q3 <- quantile(speed\_data, 0.75)**

**iqr <- q3 - q1**

**# Calculate Standard Deviation**

**sd\_speed <- sd(speed\_data)**

**print(paste("Interquartile Range (IQR):", iqr))**

**print(paste("Standard Deviation:", sd\_speed))**

11.Suppose that the data for analysis includes the attribute age. The age values for the data tuples are (in increasing order) 13, 15, 16, 16, 19, 20, 20, 21, 22, 22, 25, 25, 25, 25, 30, 33, 33, 35, 35, 35, 35, 36, 40, 45, 46, 52, 70.

Can you find (roughly) the first quartile (Q1) and the third quartile (Q3) of the data?

**# Given data**

**age\_data <- c(13, 15, 16, 16, 19, 20, 20, 21, 22, 22, 25, 25, 25, 25, 30, 33, 33, 35, 35, 35, 35, 36, 40, 45, 46, 52, 70)**

**# Calculate the positions for Q1 and Q3**

**total\_data\_points <- length(age\_data)**

**q1\_position <- (total\_data\_points + 1) / 4 # 25% of data**

**q3\_position <- 3 \* q1\_position # 75% of data**

**# Find the values at the approximate positions**

**q1 <- age\_data[ceiling(q1\_position)]**

**q3 <- age\_data[ceiling(q3\_position)]**

**print(paste("Approximate First Quartile (Q1):", q1))**

**print(paste("Approximate Third Quartile (Q3):", q3))**